Verification Using Static Analysis

Outline

- Today we will discuss static analysis and how it differs from dynamic analysis
- We will also look at the different types of static analysis including:
  - Control flow analysis, data use analysis, interface analysis, information flow analysis, and path analysis
- We will look at three specific static analyzers:
  - LINT, FindBugs and CodeSurfer Path Inspector
- Finally, we will discuss a case study of the SCRUB tool at NASA JPL
Static vs. Dynamic Analysis

Dynamic Analysis
- involves execution the program and observing the outcomes.
  - e.g., Testing

Static Analysis
- involves examining a program without executing it.
  - e.g., Code Inspection
Automated Static Analyzers

What are Static Analyzers?

- Code inspection techniques that we have looked at involve examining the source code by hand.
- Static analyzers are tools that can be used during inspection to help identify problems in the code automatically.
- Static analyzers typically work best with language that lack strict type rules (such as C).
  - Languages such as Java have removed language features that cause errors (e.g., all variables must be initialized).
Automated Static Analyzers

Static Analyzer Process

- Static analyzers have 3 basic steps:
  - Scan source code
  - Perform an automated analysis of the code
  - Report any faults and/or anomalies
### Different types of static analysis checks

<table>
<thead>
<tr>
<th>Fault class</th>
<th>Static analysis check</th>
</tr>
</thead>
</table>
| **Data faults**              | Variables used before initialisation  
Variables declared but never used  
Variables assigned twice but never used between assignments  
Possible array bound violations  
Undeclared variables          |
| **Control faults**           | Unreachable code  
Unconditional branches into loops                                                     |
| **Input/output faults**      | Variables output twice with no intervening assignment                                  |
| **Interface faults**         | Parameter type mismatches  
Parameter number mismatches  
Non-usage of the results of functions  
Uncalled functions and procedures                                              |
| **Storage management faults**| Unassigned pointers  
Pointer arithmetic                                                                      |

How do static analyzers find faults?

Types of Analysis

- **Data use analysis**: identify variable use such as variables used but not initialized, declared but not used, etc. (finds Data faults, Input/Output faults, Storage management faults)
- **Control flow analysis**: identify unreachable code, exit/entry points, loops. (finds Control faults)
- **Interface analysis**: checks consistency of declaration/use of procedures/routines. (finds Interface faults)
- **Information flow analysis**: identifies variables dependencies (e.g. input/output dependencies) but not faults.
- **Path analysis**: identifies all possible paths through the control flow graph.
A Static Analysis Tool

**LINT**

- One example of a static analyzer is LINT
  - LINT works on C code and is typically found on Linux/Unix systems.
  - We will now consider a small example using LINT.
- More details:
  - [http://www.unix.com/man-page/FreeBSD/1/lint](http://www.unix.com/man-page/FreeBSD/1/lint)
  - There is also a version of LINT for Java called Jlint
A Static Analysis Tool

LINT Example

138% more lint_ex.c
#include <stdio.h>
printarray (Anarray)
   int Anarray;
   {   printf("%d",Anarray);   }
main ()
{
   int Anarray[5]; int i; char c;
   printarray (Anarray, i, c);
   printarray (Anarray) ;
}
139% cc lint_ex.c

- Code compiles correctly but is it correct?
A Static Analysis Tool

LINT Example

138% more lint_ex.c
#include <stdio.h>
printarray (Anarray)
    int Anarray;
    { printf("%d",Anarray);  }
main ()
{
    int Anarray[5]; int i; char c;
    printarray (Anarray, i, c);
    printarray (Anarray) ;
}
139% cc lint_ex.c
140% lint lint_ex.c
lint_ex.c(10): warning: c may be used before set
lint_ex.c(10): warning: i may be used before set
printarray: variable # of args. lint_ex.c(4) :: lint_ex.c(10)
printarray, arg. 1 used inconsistently lint_ex.c(4) :: lint_ex.c(10)
printarray, arg. 1 used inconsistently lint_ex.c(4) :: lint_ex.c(11)
printf returns value which is always ignored

LINT is run on compiled code
LINT is run on compiled code
c, i not initialized before use
Inconsistent
use of first
arg
Function value is never used

Another Static Analysis Tool

FindBugs

- An open source static analysis bug detection tool
  - Available at http://findbugs.sourceforge.net/
- Analyzes Java bytecode
- Identifies bug patterns detected in the bytecode
  - A bug pattern is a code pattern that often results in a bug
  - Since FindBugs detects bug patterns and not actual bugs it can produce false positives (e.g., bug patterns that are not really bugs).
Another Static Analysis Tool

FindBugs Bug Patterns

- A complete list of the bug patterns identified in FindBugs is available at: http://findbugs.sourceforge.net/bugDescriptions.html
- The bug patterns are classified into the following categories:
  - Bad practice
  - Correctness
  - Internationalization
  - Malicious code vulnerability
  - Multithreaded correctness
  - Performance
  - Security
  - Dodgy
Another Static Analysis Tool

Example Bug Patterns

- **Bad Practice Pattern:** “Method may fail to close stream (OS_OPEN_STREAM)”
  - Reports if an input/output stream is not closed
  - Possible outcome: file descriptor leak

- **Dodgy Pattern:** “Redundant nullcheck of value known to be non-null (RCN_REDUNDANT_NULLCHECK_OF_NONNULL_VALUE)”
  - Reports an unnecessary check that will most likely not lead to incorrect behavior
(Yet) Another Static Analysis Tool

CodeSurfer Path Inspector

- The CodeSurfer Path Inspector extension is a static analysis tool developed by GrammaTech (http://www.grammatech.com) that analyzes a C program with respect to a sequencing property.
  - For example:
    - A call to function X does not occur globally
    - Statement Y occurs after Statement Z
  - Path Inspector will determine if a sequencing property is true or false.
    - If it is false the program will produce a counter-example (i.e. an execution path that shows the property cannot be true).
Case Study: Static Analysis at NASA’s Jet Propulsion Lab

- Jet Propulsion Lab (JPL)

- Case study details based on keynote seminar by Gerard Holzmann at OOPSLA titled – “Scrub & Spin: Stealth Use of Formal Methods in Software Development”
Case Study: Static Analysis at NASA’s Jet Propulsion Lab

“The tool collects all the mechanically produced error reports, but also peers and code reviewers can enter queries on the code as well by clicking on the line number...Human-generated input gets collected by the same tool in a uniform interface. During a code review, the module developer is asked to respond to each report and close them out. If there's a disagreement, then there's a second cycle of review.”

- Gerard Holzmann, SD Times
Case Study: Static Analysis at NASA’s Jet Propulsion Lab

SCRUB = Source Code Review User Browser

**NOTE:** In addition to static analysis tools, SCRUB also uses formal analysis tools (next class). Examples of tools used by SCRUB are Codesonar, Coverity, gcc, uno etc.
Case Study: Static Analysis at NASA’s Jet Propulsion Lab

SCRUB Interface

Case Study: Static Analysis at NASA’s Jet Propulsion Lab

- “Scrub & Spin: Stealth Use of Formal Methods in Software Development” keynote available on ACM Digital Library:
  [link](http://dl.acm.org.proxy.library.uoit.ca/citation.cfm?id=1639950.1705499&coll=DL&dl=ACM&CFID=70536916&CFTOKEN=76245316)
Case Study: Static Analysis at NASA’s Jet Propulsion Lab

Case Study: Static Analysis at NASA’s Jet Propulsion Lab

- Use of SCRUB on 227,041 loc in the first year (60 different code reviews)

Verification Using Static Analysis

Static Analysis

- Automatic static analyzers are complementary to both testing and code inspection
  - Analyzer use different types of analysis to find and report possible faults

Readings
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