Robot ON!: A Serious Game for Improving Programming Comprehension
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ABSTRACT
A number of educational games have been created to help students programming. Many of these games focus on problem solving and the actual act of writing programs, while very few focus on programming comprehension. We introduce a serious game called Robot ON! aimed at players who have never programmed before. Unlike other serious programming games, Robot ON! focuses on comprehension rather than problem-solving challenges; players do not actually write any programs, but are instead given the task of demonstrating their knowledge and understanding of a program’s behavior. Robot ON! includes tools that allow players to demonstrate understanding of variable values, data types, program statements, and control flow. We include an evaluation plan to assess Robot ON!’s playability, enjoyment, and benefits to program comprehension.
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1. INTRODUCTION
A serious game is a game designed specifically for a purpose other than entertainment \[5\], such as education or training. Serious games usually provide learners with an opportunity to develop skills in an environment free from obtrusive observation and stress. For many of today’s learners who have previous experience with games, a serious game has the potential to provide significant motivational and educational advantages over traditional lectures.

Software engineering and computer science are a natural fit for the application of serious games. For example, the task of programming is very similar to puzzle-solving games, where a player needs to identify the best solution for a given challenge. This is fortunate because programming itself tends to generate a great deal of frustration for learners, which can lead to students withdrawing from computer science programs \[2\].

Although many serious games about programming already exist, they typically deal with teaching program writing and creation to novices. However, novices tend to have substantial problems when working with programs they did not write themselves \[6\]. Novices lack programming comprehension. For example, novices can reuse sample code from a textbook, but that does not necessarily mean they understand what it does or how it works.

We hope to address the problems of accessibility, frustration, and the need for programming comprehension skills by creating a puzzle-based serious game, Robot ON!. The goal of Robot ON! is to help students achieve programming comprehension learning outcomes while being enjoyable rather than tedious. Robot ON! was designed in accordance with the ACM and IEEE joint computer science curricula \[1\]. The tasks that players must complete in the game require players to demonstrate understanding of computer programming in order to succeed. Players will fail and have to retry a level if they do not correctly follow each instruction and demonstrate program comprehension; finishing the game is only possible once a player has completed all of the game’s tasks and shown that they understand all of the source code they encounter.

In the remaining sections of our paper we will present background on serious educational games and program comprehension (Section 2), our Robot ON! serious game (Section 3), and open research questions as well as our plan for evaluation (Section 4).

2. BACKGROUND

2.1 Serious Games for Programming
A wealth of games exist for helping novices learn how to program, typically through writing programs inside games. Players must write source code that solves a particular set of problems, and game environments allow them to observe the results of their attempts in a visually appealing way. Games such as EleMental \[3\] provide students with opportunities to learn through puzzle-solving game play. In EleMental, players learn recursion through writing code for a depth first search of a tree data structure.

However, writing code to meet specific requirements is not the only form of game play; the developers of Code Hunt \[12\] made their game successful by providing players with the expected results of a correct solution, and requiring them to fill in the blanks of an unknown and incomplete program.
Figure 1: A screenshot of the Robot ON! game

The Robot ON! game interface is divided into two regions: (1) The code region (left) is the area where the user controls the avatar to navigate source code and complete their assigned investigative tasks, (2) The sidebar (right) is used to provide the user with information about the tasks they must complete, their available tools, the active tool, and time remaining in the level.

Although real programming involves the creation of code to meet certain specifications, novices may find Code Hunt’s approach to be more effective for learning.

Although the majority of programming games require players to write their own code, this is not necessarily the only successful approach to teaching computer science. A subset of serious games use graphical user interfaces (GUIs) to allow players to write programs using a drag-and-drop technique. One of the first studies that examined the use of GUI programming was Alice2 [8], which allowed users to drag and drop tiles that represent blocks of code. This approach has some trade-offs, as it alleviates some of the frustration associated with learning the syntax of a new programming language, but does not help students to learn how to write programs in a real language.

Very few programming games focus on programming tasks aside from writing. One example of this is our debugging-based game called RoboBUG [9], that served as our inspiration for Robot ON! In RoboBUG, players learned real debugging techniques by completing a series of different levels that do not require any code to be written. For example, one of the RoboBUG levels introduces the use of breakpoints to students who have never used a real debugging tool. Unfortunately, players must be able to comprehend C++ programs in order to play the game, which limits the potential audience. RoboBUG’s game engine, media elements, and control schemes were used as part of the Robot ON! game, but the games differ in their purpose, underlying story, gameplay, available tools, levels, and tasks. We propose using Robot ON! to enhance program comprehension before introducing introductory students to RoboBUG.

2.2 Program Comprehension

Programming comprehension is the ability of a programmer to understand and distinguish what a program is doing and what it is supposed to do [7]. We chose to focus on programming comprehension in order to help students learn to debug, as debugging tasks may take up to 50% of a program’s development time [4]. According to Gugerty, programming comprehension skills are significantly more important than a programmer’s knowledge of debugging strategies when it comes to debugging a program. Aside from debugging, program comprehension is a critical skill for being able to quickly understand code written by others, particularly when a new programmer has joined an existing development team, or when they are required to work on existing code [10].

3. THE ROBOT ON! GAME

Robot ON! (see Figure 1) is a serious game we designed for first-year software engineering or computer science students learning C++. We chose to design Robot ON! as a puzzle-type game, as puzzles have been shown to be effective tools for both helping to learn material as well as demonstrating higher level concepts such as critical thinking and problem-solving skills [11].

1available at: https://github.com/sqrlab/RobotON.
Table 1: The tools and associated tasks in Robot ON!

<table>
<thead>
<tr>
<th>Tool</th>
<th>Task</th>
</tr>
</thead>
<tbody>
<tr>
<td>Activator</td>
<td>The player must activate a sequence of beacons in the correct order. Activating the beacons in the wrong order, including activating a beacon too many times, causes the player to fail the level. This task teaches the concept of control flow in combination with loops and if statements.</td>
</tr>
<tr>
<td>Checker</td>
<td>The player must assess the value of certain variables and type the expected output into a prompt window. The player fails if they do not type in the correct answer. This task is a check to ensure players are keeping track of variable values in the program.</td>
</tr>
<tr>
<td>Namer</td>
<td>The player must determine appropriate names for variables used in the program. Calling a string variable 'myInt' or calling a boolean variable 'size' will lead to failure. This task is used to see if players understand the context of the program and to ensure they can identify variable data types.</td>
</tr>
<tr>
<td>Commenter</td>
<td>The player must identify the lines in the program that describe the behavior of the code. Commenting incorrect lines or trying to comment a line of code that is not a description will result in failure. This task allows players to verify a program’s behavior and learn how to distinguish code from text.</td>
</tr>
<tr>
<td>Un-Commenter</td>
<td>The player must select comments that contain code and un-comment the correct code. Players who un-comment code that causes the program to work incorrectly will fail. This task demonstrates the use of comments other than for description, and requires players to understand how code can be changed.</td>
</tr>
</tbody>
</table>

Figure 2: A Robot ON! comic storyboard used to reward players who have beaten the game

The game involves a player taking the role of a scientist attempting to activate an unearthed ‘Mech Suit’. In each level the player must accomplish a series of comprehension tasks to eventually activate all of the Mech Suit’s systems (see Figure 2). Once the player has accomplished all the tasks in a level, they successfully activate a new robot system and proceed to the next level.

Robot ON! was implemented in C# using the Unity game engine and open source media elements. A player’s progress through the game is recorded in a set of log files that allow players to replay any levels that they have already completed. Although the standard version of Robot ON! is based on programming in C++, it includes a framework that allows instructors to create their own levels using different programming languages and insert these new levels into the game with minimal effort. C++ was selected as the default language because it is the first programming language taught to students at the University of Ontario Institute of Technology, and this will be the pool of students from whom we will select our participants for the evaluation study. New levels are specified using XML and can be customized with respect to different aspects of a level, including time limit, available tools, required tasks, and source code.

3.1 Game Mechanics

Robot ON! includes five different tools, which can be used in any combination inside game levels (see Table 1). These tools are introduced to players one at a time, using custom designed tutorial levels with simple examples of their use. Over the course of the game, players become familiar with the tools and corresponding puzzle tasks.

In order to finish a level, the player must complete a set of assigned comprehension tasks. Source code on the screen is color-coded to match the color of the tools and corresponding tasks shown on the right side of the screen. A player can fail a level if he or she expends more tools than necessary, uses tools incorrectly, or does not complete the tasks within the time allotted. As the game progresses, the player is given tools and comprehension tasks used to learn control flow (activator tool), learn code behavior (commenter and un-commenter tools), learn variable purpose (namer tool), and learn data flow (checker tool).

3.2 Game Extension Points

At present, Robot ON! includes a demonstration of each tool in the context of game play. Using XML, Instructors can add additional levels to Robot ON! to incorporate program comprehension with source code customized to the level and the background of their students. For example, the source code used in a computer science course may be different than the source code used in a course for digital media, game development, or general science students.

When extending or customizing Robot ON!, we suggest instructors design levels using the following template:

- **Level 1** - The structure of a program and how to de-
scribe it with the Commenter tool.

- Level 2 - An introduction to the different types of variables with the Namer tool.
- Level 3 - Variable assignments, expressions, and calculations with the Checker tool.
- Level 4 - Deciphering a program and solving problems using the Un-Commenter tool.
- Level 5 - Learning loops and if statements with the Activator tool for control flow.

4. ROBOT ON! EVALUATION PLAN

To evaluate Robot ON!, we plan to perform a new user study addressing the following open research questions (RQs):

- RQ1: Is the Robot ON! game playable by undergraduate students?
- RQ2: Do students enjoy playing the Robot ON! game?
- RQ3: Does Robot ON! give players sufficient skills to understand C++ (i.e., achieve learning outcomes with respect to programming comprehension)?

Our evaluation will involve student subjects who do not have familiarity with computer programming. Participants will have mixed demographics, including gender and race, but participants will be between 18-20 years of age. We propose a two part user study to evaluate the efficacy of Robot ON! and to answer the research questions. The first half of our user study will be a 5 participant experiment in which we ensure that Robot ON! is playable by someone with no programming experience (RQ1). Participants will take part in a 1 hour study session where they will be observed playing the Robot ON! game for at least 30 minutes. Following the game play, the participants will then take part in a 20 minute interview where they will answer both structured and unstructured questions about their experience. We plan to use the interview to determine which levels of the game are too difficult, and to identify any problems with the game’s controls and interface. The goal is for Robot ON! to be playable before its efficacy as a serious game is measured.

Next we will evaluate the game’s ability to help students achieve learning outcomes (RQ2) as well as the user experience (RQ3). The second half of our study will involve a larger sample size than the first (15+ participants) and will take approximately 1 hour to complete. Participants in the second half of the study will take pre-tests and post-tests on their programming skills and knowledge as well as their emotional states. Our hypothesis is that players will feel better after playing the game and will have a higher aptitude for programming after playing as well. We hope to find that Robot ON! is an overall positive experience that includes some amount of learning.

5. SUMMARY & CONCLUSIONS

We have presented the Robot ON! game as a possible solution to the problem of teaching programming comprehension to novices. Our planned evaluation of Robot ON! will allow us to assess the game with respect to both learning outcomes and enjoyment. If Robot ON! is shown to be a successful game, we will use it as part of a multi-game package that helps novices with no programming experience to gain the knowledge and skills required to read and understand unfamiliar code, as well as to efficiently identify flaws and bugs in computer code. In the future, we hope to perform a longitudinal study that will include Robot ON! as an additional tool for students in an introductory programming course. We expect that improving programming comprehension will directly affect how students learn to program in combination with traditional lectures.
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